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Abstract 

Even though wireless communication technologies have advanced 

beyond the Global Systems for Mobile (GSM) Communications 

standard to mitigate its vulnerabilities, it is still a fallback technology 

when the coverage is limited, and modern protocols aren’t available. 

There is a need for a comprehensive practical demonstration of the 

pools of vulnerabilities of the GSM architecture in the past decades 

using man-in-the-middle open-source tools and software-defined radios 

(SDRs) amidst the latest developments. It can be shown that an attacker 

can successfully carry out base station spoofing, IMSI catching, GSM 

packet sniffing, decoding, decryption and Denial of Service (DoS) 

attacks.  Thus, this paper aims to comprehensively present practical 

demonstrations of the many vulnerabilities possible with available tools 

and SDRs. We exploited IMSI catching with a rogue BTS deployed 

using OpenBTS and USRP B210, GSM sniffing and decoding using 

GR-GSM and RTL-SDR, and A5/1 decryption using clever thinking 

and rainbow tables. It was observed that the one-way authentication of 

the GSM protocol allows most mobile devices to easily authenticate to 

the rogue BTS with spoofed MCC/MNC and that the strongest signal 

mostly wins. Also, it was observed that the possibilities of attacks on 

the target user like a DoS, or unencrypted communication, can be 

successfully carried out because the rogue BTS is in total control.  

Though the vulnerabilities of GSM have been made known to the 

general public some network providers have not taken simple measures 

to mitigate them, thus this work can serve as a guideline for research 

purposes and an awareness to the general public. 
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1. Introduction 

 

GSM telephony, recognized as the world’s most popular communication technology, connects over 

four billion devices [1], [2]. Originally, GSM was designed with a strong emphasis on security and 

user authentication. It achieves this through mechanisms like a pre-shared key, challenge-response, 

and over-the-air encryption. Despite these measures, GSM remains susceptible to various types of 

attacks targeting different network components [3].  
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When a mobile entity (ME) attempts to join a GSM network, it undergoes an authentication process 

to validate the user’s identity. This process involves the creation of a 128-bit pseudo-random number 

(RAND) by the Authentication Center (AuC), which is then sent to the mobile device. Within the 

Subscriber Identity Module (SIM), the mobile phone computes a 32-bit signed response (SRES) by 

encrypting RAND using the individual subscriber authentication key (Ki) [4]. Importantly, this 

encryption process takes place entirely in the SIM, ensuring that sensitive subscriber information, 

such as Ki, remains confidential. Subsequently, the AuC compares the received SRES from the 

subscriber with its own value. If they match, authentication is successful, granting the subscriber 

access to the network; otherwise, the connection is terminated. 

GSM security primarily focuses on confidentiality and authentication, but it falls short in providing 

non-repudiation due to its one-way authentication [3]. In terms of data confidentiality, the SIM plays 

a crucial role by generating a 64-bit ciphering key (Kc). This key is responsible for encrypting and 

decrypting the data exchanged between the ME and the base station. The key derivation process 

involves the use of the same RAND employed in the authentication process, combined with the 

individual subscriber authentication key (Ki). Periodic rotations of the cyphering key further enhance 

security, and all decryption computations occur within the SIM. 

The remainder of the paper is structured as follows: Section 2 presents the works of literature on A5 

cyphering algorithms and related works. Then in Section 3, the materials and methodology employed 

in the work are discussed with the correspondingly obtained results shown in Section 4. In Section 5 

we review the results, main findings and implications. Finally, Section 6 offers concluding remarks 

on the research. 

 

 

2. Literature Review 

 

Secured exchanges linking the mobile stations (MS) and the network involve the utilization of one of 

the A5 family of cyphering algorithms. Encrypted communication begins with a cyphering mode 

request from the GSM network. The mobile station performs real-time encryption and decryption of 

data using the designated cyphering algorithm in tandem with the cyphering key (Kc). These A5 

algorithms are implemented in the hardware of the ME to ensure the security of data exchanges [5]. 

Within the framework of the GSM protocol, information is dispatched in the form of frame sequences, 

with each frame encompassing 228 bits. Every unencrypted data frame undergoes an XOR operation 

with a pseudorandom sequence generated by one of the A5 stream cypher algorithms. These 

algorithms, namely A5/1, A5/2 and A5/3, fulfil the role of safeguarding voice confidentiality during 

wireless transmission. The A5/1 cryptographic algorithm is used within Europe, Africa and the United 

States. Its operational parameters encompass a 64-bit key and a public initial vector spanning 22 bits. 

The A5/2 algorithm was introduced to extend the GSM standard to a broader spectrum of nations. 

This incorporation was undertaken while adhering to cryptography-related export restrictions 

prevalent within the United States. A5/2 can be understood as an intentionally attenuated rendition of 

the A5/1, exhibiting a striking similarity to its source algorithm. However, due to security concerns, 

the A5/2 is no longer integrated into mobile devices. Subsequently, the A5/3 algorithm emerged, 

drawing inspiration from the MISTY cypher [6]. Through a series of modifications, a swifter and 

hardware-compatible iteration dubbed KASUMI [5] was derived. 

Unlike in recent times, the procurement expense associated with the requisite hardware for 

intercepting GSM traffic was notably high. This circumstance resulted in exclusive accessibility 

primarily by research and government entities due to financial constraints. Consequently, the scrutiny 
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of GSM networks was substantially confined to organizations with government backing. This is no 

longer the case. Presently, open-source software applications geared towards the examination of GSM 

traffic and radio equipment, including SDRs (Software-Defined Radios) have emerged. These tools 

have been harnessed to exploit the vulnerabilities within the GSM protocol [7]. The primary focus of 

these exploits’ centres on the A5 ciphering algorithms, although the precise composition of these 

algorithms remains officially confidential. Nevertheless, the research community has managed to 

reconstruct them through a fusion of reverse engineering and cryptoanalysis. Notably, the 

fundamental blueprint of A5/1 was disseminated in 1994, and the first cryptanalysis of A5/1 was 

conducted by Golit [8] 

The first practicable attack that could be executed through open-source software and commercially 

available hardware was unveiled by Nohl in 2009 [9]. This revelation underscored the susceptibility 

of A5/1 to general pre-computation attacks. Specifically, for cyphers featuring modest small key 

lengths (such as A5/1 with its 64-bit key), it becomes feasible to formulate a codebook. This codebook 

functions as a form of a lookup table, facilitating the mapping between all conceivable ciphertexts 

and corresponding plaintexts. This setup can then be exploited for executing a known plaintext attack. 

With A5/1 as the focal point, a sufficient number of plaintext/ciphertext pairs permit the retrieval of 

the encryption key. Within the realm of GSM, numerous predetermined control messages are 

leveraged as known plaintexts [1]. 

Considering the full range of potential permutations, Nohl approximated that generating a codebook 

for A5/1 would necessitate a colossal 128 Petabyte of data and more than a century’s worth of 

computational effort on a conventional personal computer. During their discourse, Nohl and Paget 

revisited strategies for expedited codebook computation and its compact storage. Essentially, Nohl 

proposed an optimized A5/1 engine tailored for parallelization with CUDA technology, a parallel 

computing platform [10] harnessing profoundly enhanced graphic processing units (GPUs). By 

employing this approach, Nohl projected that a complete codebook for A5/1 could be computed in 

three months using 80 GPUs. Subsequent presentations introduced refinements that enabled even 

shorter computation times—within a single month using 4 ATI GPUs [1], [4]. Furthermore, Nohl 

advocated for a hybrid approach to data storage, integrating distinguished point and rainbow tables 

[11]– [13]. This hybrid methodology significantly reduced the size of the codebook to a mere 2 

terabytes. 

Nohl estimations indicate that the success rate of this attack reaches 99% when data can be collected 

from a phone registered to the network, thereby maximizing the pool of known control frames. 

Conversely, if such data collection is not feasible, the success rate drops to 50% due to the limited 

availability of frames with known plaintext. In a subsequent presentation, Nohl and Munaut 

conducted a live demonstration showcasing the identification and decryption of phones and their calls 

[14]. Moreover, the contemplation of near real-time decryption through a distributed cracking 

network was put forth. The culmination of these experiments yielded rainbow tables—precomputed 

tables for reversing cryptographic hash functions—crafted for decrypting GSM conservations. These 

tables were publicly released in 2010, accompanied by an open-source tool able to retrieve intercepted 

communication keys [1]. Notwithstanding knowledge of frequency hopping sequences on the GSM 

air interface, the central limitation of these attacks lies in the intricacy of processing raw data from 

the radio channel 

In a subsequent discourse, Nohl and Munaut undertook a comprehension demonstration, elucidating 

how the identification and decryption of phones and their calls can be actualized [14]. The complete 

process of decryption can be achieved by employing the subsequent open-source software tools 

i. GNURadio [15] for capturing data from the radio channel. 
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ii. Airprobe [16] for parsing GSM control data. 

iii. Kraken [17] for cracking the A5/1 session key based on the parsed data. 

iv. Airprobe again, for decoding voice data. 

The mentioned attacks capitalize on certain vulnerabilities inherent in the telecommunication 

infrastructure, facilitating the creation of a counterfeit mobile tower under the control of the attacker. 

The central security loophole exploited by the spurious tower, often referred to as an IMSI Catcher, 

stems from the fact that the GSM specification only mandates the authentication of the handset to the 

network while neglecting to enforce network authentication to the handset. Positioned between the 

target mobile phone(s) and the authentic towers supplied by the service provider, the IMSI Catcher 

exercises authority over communication parameters, including encryption algorithms, and can also 

engage in eavesdropping on traffic. This form of assault aligns with the Man-In-The-Middle (MITM) 

attack category. Some MITM attacks against GSM were introduced in [18], envisioning the victim 

connected to a counterfeit base station capable of intercepting and forwarding data between the 

victim’s phone and the network. 

For authentication, the attacker connects to the network, prompting the network to dispatch an 

authentication request. This request is then forwarded to the victim, who computes SRES and 

transmits it back to the attacker. Leveraging this computed SRES, the attacker can authenticate itself 

to the network, effectively mimicking both the network of the victim and the targeted phone. 

Irrespective of the encryption algorithm chosen by the network, the attacker can direct the victim to 

employ a weak cypher like A5/2 (or even no encryption). This enables the attacker to utilize 

cryptanalysis of A5/2 to uncover the encryption key. Notably, the generation of the encryption key 

hinges solely on the network-specified RAND parameter. Consequently, the encryption key utilized 

between the victim and the attacker mirrors the key used between the attacker and the network, 

facilitating the decryption of all the traffic, even if the network requests a secure encryption algorithm 

like A5/3. 

Concurrently, a substantial number of IMSI catcher devices have been commercialized. Paget and 

Nohl showed how a subscriber’s IMSI can be captured through an active attack [19]. This attack 

employs a counterfeit base station that could be assembled using open-source components such as 

OpenBTS, a 52 MHz clock, an Asterisk, and an inexpensive Universal Software Radio Peripheral 

(USRP). Data collection and decoding can be accomplished through open-source software like 

Wireshark. In 2010, Paget presented a practical GSM attack using open-source components [20]. This 

exploit capitalizes on the tendency of mobile phones to connect to the strongest base station signal. 

Since the base station wields full control over communication protocols, the phone can be instructed 

to employ no-traffic encryption (A5/0), permitting the attacker to intercept all plaintext traffic. The 

demonstration utilized hacked IM-ME equipment [21] and a USRP, connected to a laptop running 

OpenBTS and Asterisk. Additionally, when a 3G (UMTS) signal is present, Paget revealed the ability 

to force the victim’s connection to downgrade to 2G by jamming the 3G frequencies. This reinstates 

the conditions for the aforementioned attack. A limitation of this approach is that only outbound calls 

can be intercepted, as the phone becomes disconnected from the authentic network. Paget’s solution 

involves an MITM attack where the attacker also impersonates the victim’s telephone to the carrier. 

By negotiating the weakest feasible cypher (A5/2 or A5/1) for traffic encryption, the attacker can be 

subsequently cracked and proceed with decryption attempts.  

Since the first demonstration of the attack on the GSM protocol by Karsten Nohl in 2009, there have 

been several other attacks to finely automate the task with more open-source tools as well as 

improvements to the underlying tool used. Thus, in this paper, we intend to extensively examine and 
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demonstrate the variety of attacks that can be carried out on a targeted GSM user by employing open-

source penetration tools in modern-day society. 

 

3. Methods 

 

3.1. Material 

The different hardware and software needed include: 

1. Personal Computer  

2. USRP B210 [22] 

3. RTL-SDR 

4. Antennas: RFX900 for GSM 850/900 (800-1000MHz Transceiver, 200 mW output), RFX1800 

for GSM 1800/1900 (1.5-2.1 GHz Transceiver, 100 mW output), VERT900 (824-960 MHz, 1710-

1990 MHz Quad-band Cellular/PCS and ISM Band Vertical Antenna, 3dBi Gain, 9 Inches, Ideal 

for RFX900 and RFX1800). 

5. GSM-compatible cellular phone. 

 

The software needed includes: 

1. Ubuntu 16.04 LTS, 18.04 LTS and Kali-Rolling. 

2. OpenBTS 5.0 [23]. 

3. GNU Radio [24]. 

4. GR-GMS. 

5. Airprobe. 

6. Wireshark. 

7. Kalibrate-RTL. 

8. Kraken and A5/1 Rainbow Tables [25]. 

 

Practically, we achieved the base station spoofing, IMSI catching, GSM packet sniffing and decoding, 

A/1 decryption and DoS attack with the listed materials as follows. 

 

3.2. Base station spoofing 

A rogue BTS, whose aim is to imitate an actual GSM network tricking the intended victim’s mobile 

phone is paramount to the extent of the severity of the vulnerabilities of the GSM architecture. The 

implementation of such a system is very easy and sets the stage for the variety of attacks that are 

possible. It was done with OpenBTS, a free open-source software, and a USRP B210 SDR device 

using two VERT900 antennas for the uplink and downlink frequencies. The first step taken in 

deploying the rogue base station was to find suitable Absolute Radio Frequency Channel Numbers 

(ARFCNs) for it to operate on. This can be done with the GSM base station scanner, kalibrate-RTL 

or gr-GSM [26], [27]. 

A rogue base station can identify one of the neighboring BTSs that is far from the local cell and sit at 

that frequency (this is called base spoofing). This should make the mobile entity (ME) (victim) 

handover more quickly to the rogue BTS. Thus, establishing the rogue BTS with the list of 

neighboring ARFCNs involves the use of one of the neighboring cells (AFRCNs) and transmitting 

the rogue BTS at a power higher than the serving BTSs in the area. The next step taken in deploying 

the rogue BTS is spoofing a legitimate network provider. An MS identifies networks through the 

following: the Mobile Country Code (MCC) which is a 3-digit code specific to the country; the 

Mobile Network Code (MNC) which is a 2- to 3-digit code specific to the network; the Location Area 

Code (LAC) and the Network Name. Most SIM cards will connect to a base station with these 

parameters actively configured. These parameters can be configured in OpenBTS and as such, we 
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used the MCC in Nigeria, MNC for the most used cellular network in Nigeria and the LAC of the 

BTSs in the region. 

 

3.3. Base station spoofing 

With the spoofed BTS, it is possible to catch the IMSI (international mobile subscriber identity) of 

the victims (neighboring mobile users of the spoofed network). Acquiring the IMSI from the victim 

with the rogue station is a breeze as long as the victim can be tricked into authenticating with the 

rogue network. Using the command 𝑡𝑚𝑠𝑖𝑠 in the command line interface of OpenBTS, the list of 

authenticated users is shown in the console.  

 

3.4. GSM Packet Sniffing and Decoding 

GSM sniffing is even cheaper to conduct than a rogue BTS because it is possible to sniff GSM packets 

with a couple 100 dollars of hardware. With gr-GSM, the ARFCN that the victim connected to is 

given with the command grgsm_scanner. With the ARFCN, we were able to calculate the downlink and 

uplink frequency of the base station. To capture all the packets sent to the local loopback interface, 

we ran the command grgsm_livemon.py, a utility that gives an interactive window [28] with Wireshark 

to monitor data from the BCCH. Traffic is piped to the system’s loopback interface inside UDP 

packets on port 4729 [29].  

The program grgsm_capture.py captures the GSM signal to a file that is processed by grgsm_decode. Often 

the GSM traffic will hop between different channels during a transmission. These hops occur quite 

quickly, every few milliseconds and so in practice, this normally means that to capture more than the 

base station’s broadcast control channel (BCCH) there is a need to simultaneously capture multiple 

channels at once. With a high instantaneous bandwidth SDR like the USRP this was achieved but, it 

is important to note that with cheap SDR like RTLSDR whose bandwidth is no more than 3 MHz, a 

wideband capture built through a multi-SDR was used [15], [30]. To determine the requirement for 

the setup to capture the GSM packets, we decode the BCCH traffic to obtain the “Hopping Channel” 

information whose values are either “Yes” or “No.” The former implies the communication is done 

in one channel while the latter implies the base station communicates with the ME via multiple 

channels. The channels used in channel hopping are contained in the list of ARFCN channels. If 

hopping is turned off, then getting the encrypted packets is as simple as re-running grgsm_decode with 

the mode set to SDCCH8 and the timeslot from the “Immediate Assignment” packet. Then the 

encrypted packets are shown in Wireshark.  

We did struggle with de-hopping the captured traffic when hopping is turned on but eventually, we 

found sources that use a GRC (GNU Radio Companion) script [30], [31]. The script can be used for 

as many channels as used by the base station for hopping by setting the channelized files using file 

source and GSM Adapters blocks using the “List of ARFCN”, “Training Sequence”, "Timeslot", 

"Hopping Channel MAIO" and "HSN" in the “Immediate Assignment” packet and other parameters 

to inform grGSM how the bytes in the several channels are pieced together.  

 

3.5. A5/1 Decryption 

The most common encryption used is the A5/1, and several attacks have been successful on this 

ciphering design. The most notable attack is the decryption of A5/1 with Kraken, a C++ software 

developed by Frank Stevenson [32]. It has the potential to decrypt the A5/1 ciphering algorithm in 

seconds. It is used with a large lookup table of 2 Terabytes size called the Berlin A5/1 rainbow table. 

We used a hard disk of 3TB to store the tables in a partition accessible by the software.  

As discussed in the introduction section, there is a session key (ciphering key, 𝐾𝑐) used to encrypt 

calls and SMS traffic that are generated by combining a random number (RAND) sent by the network 

to the ME with the private key (subscriber authentication key, 𝐾𝑖). The session key, as the name 
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implies, should be frequently changed to encrypt the traffic but the key can be repeatedly used across 

frames. Typically, a channel assignment procedure between the base station and the ME is as follows: 

i. The base station sends a “Paging Request” to the ME (only with the downlink frequency) 

ii. The ME sends a “Channel Request” to the base station. 

iii. The base station sends an “Immediate Assignment” to the ME 

iv. Communication continues a dedicated channel. 

The encrypted data in GSM is a 57-byte packet chopped down to four bursts of 114 bits each. When 

cracking the session key, we start with a burst and go through the following steps: 

i. Predict what one of the bursts would be. 

ii. Determine the plain text of the guessed burst since the encryption is an XOR operation. 

iii. Find the encryption keystreams with the guessed encrypted message and the corresponding plain 

(or clear) text that is fed to Kraken to find the session key. 

Guessing an encrypted burst might seem like a difficult task but Karsten Nohl has shown that a lot of 

the bursts are predictable and repeat in certain intervals such as an empty ack message after 

“Assignment Complete,” an empty ack message after “Alerting,” “Connect Acknowledgement” and 

so on [33]. A commonly known message to use is the “System Information Type 5” message which 

is repeated every 102 frames. Thus, we can find the corresponding encrypted burst for the known 

clear text and compute the keystreams. In this task, we used Air probe to decode the packets, 

GSMFramecoder to encode the guessed GSM burst (“System Information Type 5”) and Kraken to 

crack the ciphering algorithm. 

The session key can also be obtained from the ME for most phones [30], [34], [35]. This can be done 

in one of two ways; either by interfacing with the modem or by talking to the SIM directly with a 

card reader. The method of direct access to the modem is highly dependent on the type of phone and 

it is done by sending raw AT commands with the given modem serial number. The serial number is 

sometimes exposed over USB or through root access to the /dev/ directory. Using a card reader is 

simpler and tools like Cardpeek or SIMspy II [34], [35] can get the job done. 

 

3.6. Denial of Service 

The denial-of-service attacks on a single user are very possible in the GSM protocol. A victim that 

authenticates with the rogue BTS can be issued commands to shut down by the attacker. One such 

command is the phone stolen flag. 

In summary, a completely planned attack on an ME through the successful attacks demonstrated in 

this work can be presented in a series of steps. First, obtaining the IMSI/TMSI of the victim using the 

spoofed base station, jamming the higher communication standards (3G, 4G and 5G), capturing 

packets in all base stations in the neighbourhood of the victim, sniffing, decoding and decrypting the 

captured SMS and voice packets of the victim using the obtained IMSI/TMSI if the intended attack 

is eavesdropping [30]. However, if the intended attack is DoS, then the victim can be shut down by 

the rogue BTS. 

 

 

4. Results 

 

The steps that were taken in the implementation of a rogue network to carry out an active attack of 

catching the IMSI of the victim and the passive packet sniffing with open-source penetration tools 

like the gr-GSM, Air probe Wireshark, A5/1 rainbow table for cryptoanalysis and Kraken have been 

discussed in the previous section. Hence, the results obtained in this paper will be presented following 

the steps discussed. 
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4.1. Base station spoofing and IMSI catching. 

To show the successful implementation of a rogue BTS operating in a legitimate network provider; 

we sent a welcome message from the rouge BTS to the victim showing the caught IMSI as shown in 

Fig. 1. Fig. 2 is the list of neighbouring ARFCNs in the region of the attack in the GSM900 band. 

This GSM scan was conducted with the GR-GSM program at a gain of 40dB with an RTL-SDR 

dongle. It shows that ARFCN 110 is the channel with the highest power in the list. 

 

 
Fig 1 SMS message from rogue BTS to victim showing the caught IMSI. 

 

 
Fig 2 List of base stations in the area using grgsm_scanner. 

 

4.2. GSM Sniffing and decoding 

The victim’s ARFCN used for this challenge was 110 whose downlink and uplink frequencies are 

957 MHz and 912 MHz, respectively. The accompanying commands that were run as discussed in 

the methodology are shown in Fig. 4 to 11. Fig. 4 shows the command to capture GSM packets from 

the victim and save them to a file. The BCCH signal is shown in Fig. 3. 
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Fig 3 BCCH signal captured on ARFCN  110 

 

 
Fig 4 GSM sniffing at ARFCN 110 to decode beacon packets. 

 

 
Fig 5 GSM sniffing at ARFCN 110 using Wireshark to analyse the packets showing the list of ARFCNs used 

when channel hopping mode is used 
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Fig 6 grgsm_capture command to capture GSM packets wideband 

 

Fig. 7 shows the command used to decode the BCCH traffic from our captured file by setting the 

sample rate to 1MS/s with the timeslot set to zero. The timeslot information at the start of decoding 

is usually assumed so at the first attempt of decoding one can check the information provided by the 

“Immediate Assignment” packets in Wireshark for the appropriate time slot value which will serve 

as the parameter for the next attempt as shown in Fig 8. As stated earlier, if the Hopping Channel 

mode is used then the list of ARFCNs will determine the channels used for channel hopping and how 

the setup for capturing the packets will be conducted. In our case, we had two ARFCNs 110 and 118 

as shown in Fig. 5. We configured the bandwidth (or sample rate) and centre frequency in between 

the two channels of interest whose downlink frequencies of 110 and 118 are 957 MHz and 958.6 

MHz, respectively.  

 
Fig 7 Wideband sniffing in GSM band showing control channel at ARFCN 110 and the hopping channels 

 

 
Fig 8 BCCH signal decode on channelized wideband capture 

 
Fig 9 Decoded packets of the BCCH signal showing the timeslot information and hopping channel 
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Fig 10 SDCCH signal decode when Hopping Channel mode is used by ME 

 

 
Fig 11 Decoded packets from the captured data showing the ciphering mode used which is A5/1 

 

4.3. A5/1 Decryption 

Finally, to get the encrypted packets of the captured data we need to decrypt the generated decoded 

data. To accomplish this, we need the used ciphering mode. In our case, it was A5/1 as shown in Fig. 

10. We can obtain the burst with the decoded GSM packets as shown in Fig. 12. It is generated with 

the tool 𝑔𝑜. 𝑠ℎ in the Airprobe software. The generated bursts contain the encrypted and decrypted 

bursts, and keystreams. Table 1 shows the available configurations supported by Airprobe. 

 

Table 1 Available configuration for Airprobe decode tool 

Option Description 

0C Timeslot0 “Combined configuration “, with SDCCH/4 (FCC + SCH + BCCH + 

CCCH + SDCCH/4) 

0B TS0 “FCCH + SCH + BCCH + CCCH” 

xS TSx SDCCH/8 (x is the timeslot given in the “Immediate Assignment”) 

1T TS2 (Full Rate) Traffic 

1TE TS1 Enhanced Full Rate Traffic 

 

𝐶𝑥  are the encrypted burst (114 bits), 𝑃𝑥  are the decrypted burst (also 114 bits) and 𝑆𝑥  are the 

keystreams (encrypted bits XOR decrypted bits). Besides 𝐶𝑥, 𝑃𝑥 and 𝑆𝑥, there is the GSM frame 

number and the modified frame number as required by the A5/1 algorithm. 
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Fig 12 Airprobe decode tool to output burst 

 

The “System Information Type 5” packet had a GSM frame number of 304572 and the following two 

guessed frame numbers for the encrypted bits were 304674 and 304776. With 𝑔𝑠𝑚𝑓𝑟𝑎𝑚𝑒𝑐𝑜𝑑𝑒𝑟 and 

the python utility program in Kraken, we computed the keystreams needed by Kraken as shown in 

Fig. 14. The 𝐶𝑥 and 𝑃𝑥 bits are obtained for the GSM frame numbers to generate the keystreams; an 

example of this process is shown in Fig. 13 for the frame number 304572. 

 

 
Fig 13 Encrypted bursts of the "System Information Type 5" 

 

 
Fig 14 XOR operation of encrypted burst and encoded burst 

 

 This process of trying to guess the known clear text and the corresponding encrypted burst can be a 

hassle and might be unsuccessful a couple of times. A typical response from Kraken is a two-step 

process. First, the secret state is found in the burst which is the output of the crack command in Kraken 

(for example Found a56290409b507d75 @ 37). It is then fed to find_kc utility program which is used 

to find matches of the session key given the secret state, frame count numbers (derived from the frame 

numbers) and burst. 

 



Nosa Bello and Ogechukwu Kanu, Penetration Testing of GSM Network using Man-In-The-Middle Attack 

 

24 

 

5. Discussion 

 

We have shown the possible attacks from base station spoofing to session key attacks with 

precomputation tables (A5/1 rainbow tables). With base station spoofing, we noticed a high turn-up 

of users authenticating to the network even when GSM is becoming deprecated. Thus, the fallback of 

network providers to the 2G network is still viable. The experiment was carried out in one of the 

universities in Nigeria and most students were Android users using the spoofed network providers. 

We observed that the stronger the signal from our rogue BTS the more users we had authenticating 

with our network. 

With GSM sniffing and decoding, an attacker can easily access information like the Ciphering Mode, 

Hopping Channel, Timeslot, etc. of the ME which potentially leads to further decryption of the GSM 

packets. The decryption of the session key has been shown to be successful within seconds even on 

accessible computers and laptops due to the lightweight version of the Kraken program [25] called 

Deka [36]. Also, the ease of obtaining the session key by direct access or the use of a modem has also 

been demonstrated to work with rooted Android phones, Samsung phones and iPhones [34]. Also, 

DoS attacks are possible with almost every phone that supports 2G GSM as once authenticated to the 

rogue network, the victim can be issued commands to permanently shut down. Though in this work 

and most works, the rogue BTS is mostly used for IMSI catching, this is because the rogue BTS can 

only operate with inbound calls3 on the network and may face difficulties connecting with the spoofed 

legitimate network provider, and in addition, such an attack would be very unethical. However, there 

is a theoretical approach for decrypting both inbound and outbound calls using a rogue BTS.  

For outbound calls, the rogue BTS can be programmed to cause even more harm than just decrypting 

a session of the traffic to an entire communication done by the victim. Usually, the challenge-response 

strategy of the GSM would authenticate a user through a RAND which the ME uses along with the 

𝐾𝑖 to generate an SRES that authenticates the user. So, the rogue BTS with the IMSI of the victim can 

send the IMSI to the legitimate network and when it receives the challenge from the network, it would 

pass it to the victim who completes the challenge and returns the response. With the response. The 

rogue BTS can crack the victim’s keystream and recover the session key using the methods discussed; 

then, it sends the response to the carrier. 

 

 

5. Conclusion 

 

In this paper, we demonstrated that the attacks on the GSM protocol are still very viable despite its 

general knowledge. Furthermore, the tools for decrypting GSM packets are not only readily available 

but are constantly being improved. This means that SMS and voice traffic can be easily targeted. 

Moreover, when considering other higher technologies, the use of rogue BTS can be effortlessly 

implemented using open-source tools and USRP devices to function as IMSI catchers. This poses a 

significant threat to users of these technologies as it eases the task of intercepting and decrypting their 

communication packets. 

Our study aims to bring together the numerous attack methods that are either practically demonstrated 

or theoretically feasible within the context of the GSM standard with modern-day tools accessible to 

the general public. [22], our research reveals how individuals with the appropriate tools and 

knowledge can exploit this one-way authentication vulnerability inherent in the GSM stack. As a 

result, they can eavesdrop on calls and intercept SMS data, highlighting the pressing need for 

improved security in GSM technology since it is still a fallback technology. 

 

 
3 This is because the rogue BTS is a separate network, so the network provider thinks the ME is off or has no signal. 
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Abbreviations 

GSM Global Systems for Mobile Communications 

SDR Software-Defined Radio 

BTS Base Transceiver Station 

IMSI International Mobile Subscriber Identity 

TMSI Temporal Mobile Subscriber Identity 

ME Mobile Entity 

MNC Mobile Network Code 

MCC Mobile Country Code 

LAC Local Area Code 

SRES Signed Response 

RAND Random number 

ARFCN Absolute Radio Frequency Channel Number 

FCC Federal Communication Commission 

BCCH Broadcast Control Channel 

SDCCH Standalone Dedicated Control Channel  

SCH Synchronization Channel 

CCCH Common Control Channel 

MITM Man-In-The-Middle 

Ki Authentication key 

Kc Ciphering key 

AuC Authentication Centre 

USRP Universal Software Radio Peripheral 
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